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Example assignment:   Modeling curves and surfaces
• Implementing spline equations in C# scripts, with input control points

from Unity scene editor hierarchy.

• Curve modeling algorithms are then reimplemented in GPU shaders.
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• The complex setup that would be required by graphics 
APIs is provided by Unity's built-in interface to GPU 
shaders, while maintaining a higher level of abstraction in 
the Unity scene editor. 

• By reimplementing details of the same algorithms in GPU 
shaders, students gain practice with parallel processing 
and lower-level GPU programming.

Real-time rendering of Computer Graphics algorithms is achieved through 
shaders, i.e. programs that run on GPUs (Graphics Processing Unit), for the 
parallel processing of vertices, fragmentsàpixels, etc.

Modern graphics APIs (Application Programming Interface) provide efficient 
access to GPU-based processing, but require a complex setup that 
represent a high entry barrier to students.

In designing an introductory Computer Graphics course, the debate is 
often about choosing between a top-down approach relying on fixed 
graphics pipeline functionalities, or whether to start by teaching GPU 
shader programming first.

This poster presents a set of Computer Graphics assignments that include 
both CPU-based and GPU-based implementations in the Unity game 
development engine. 

Selected algorithms are shown first in the form of C# scripts that interface 
with the Unity scene editor, at a higher level of abstraction.  The same 
concepts are subsequently revisited with the introduction of parallel 
processing and GPU programming concepts, by leveraging Unity's built-in 
interface to lower-level GPU shaders.

Computer Graphics instructors face a dilemma, when designing 
an introductory Computer Graphics course:

• whether to take a top-down approach, presenting higher 
level concepts by relying on fixed graphics pipeline 
functionalities;

• or to start by teaching GPU shader programming first, thus 
also allowing for a more direct experience of current 
graphics APIs. 

The question is especially relevant in degree programs that don't 
provide multiple Computer Graphics courses [5].

The amount of preparatory work that is required for writing 
GPU shader programs may be lessened by providing a software 
framework specific to the introductory Computer Graphics 
course [3]. Some textbooks provide a software library to allow 
most of the coursework to be implemented in GPU shaders [1]. 
Game development engines such as Unity are used in game 
development courses, as well as in introductory programming 
courses[6]. 

More recently, entire computer graphics courses have been 
redesigned to implement their coursework using Unity [2] [4].

In designing an introductory Computer Graphics course,
• taking a top-down approach,
• presenting higher level concepts first,
• by relying on fixed graphics pipeline functionalities:

"Fixed pipeline": teaching Computer 
Graphics with a Top-Down Approach

modeling 
transformation

viewing 
transformation

projection 
transformation etc.

In designing an introductory Computer Graphics 
course,
• start by teaching GPU shader programming,
• thus also allowing for a more direct experience

of current graphics APIs
• (may have to start with a simpler version of the 

programmable pipeline)

"Shaders first" approach:
start by teaching GPU Shader Programming

vertex shader rasterization fragment shader

High-level to Low-level approach, with a Game 
Development Engine – assignments will include both:
• CPU-based implementations, and
• GPU-based implementations,
within Game Development Engine (e.g. Unity) runtime.  

A different approach:
use a Game Development Engine in a 

Computer Science course

Assignments in Unity that include
both CPU- and GPU-based implementations

Affine transformations and coordinate spaces
• first, transformations from object coordinates to world 

coordinates are implemented in the form of C# scripts 
that interface with the Unity scene editor. 

• then, the same set of transformations is to be 
implemented in a GPU vertex shader.

Each assignment introduces a specific 
concept or algorithm, for example:


